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Abstract—In this paper we outline our legacy modernization 

approach that incorporates our reuse process and repository 

which we have called the Knowledge Base Software Reuse 

(KBSR) Process and the KBSR Repository. The KBSR 

Process and Repository aim to give software engineers easy 

access to reusable software artefacts and reusable 

components within a defined process which we have 

incorporated into our modernization process. We outline 

how software re-engineering of legacy systems is used to 

populate the repository through the use of architecture 

reconstruction techniques to identify and categorize legacy 

components and other artefacts and save the components 

and associated information in the KBSR Repository to 

support modernization. The KBSR Repository can contain 

all categories of reconstructed software artefacts which have 

the potential to be reusable assets. In the context of 

modernization software re-engineering through architecture 

reconstruction has a major role to play in software reuse. We 

illustrate the use of the software re-engineering through 

software architecture reconstruction and the KBSR Process 

and Repository with a case study. 

Keywords— Software Re-engineering, Software Reuse, 

Knowledge Based Software Reuse Repository, Knowledge 

Based Software Reuse Process. 

I. Introduction  
The lifetime of a software system is very variable. Some 

organizations, banks and governments still rely on software 

systems that are more than 20 years old. Many of these legacy 

systems are still business critical [1, 2]. Yet, the value of the 

legacy system investment tends to decline over time. 

According to Lehman’s first law [17] software must be 

continually adapted or it will become progressively less 

satisfactory in "real-world" environments.  

The benefits of software reuse have been widely accepted. 

Re-engineering reclaims the software artefacts. O’Brien and 

Smith [30] have emphasized the need of software architecture 

reconstruction as a decision making tool to identify and 

document components dependencies to get better 

understanding of the potential for software reuse within a 

legacy system.  
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We have developed the Knowledge Based Software Reuse 

(KBSR) Process and KBSR Repository for legacy system 
modernization based on software re-engineering through 
software architecture reconstruction. We validated our KBSR 
Process on a case study using the Automatic Cane Railway 
Scheduling System (ACRSS).  

The remainder of the paper is organized as follows. Section 

2 outlines related work on modernization and software reuse  

and the motivation for developing our approach. Section 3 

outlines an overview of our KBSR Process. Section 4 

describes an overview of the KBSR Repository. Section 5 

describes the case study the modernization of the Automatic 

Cane Railway Scheduling System (ACRSS) using the KBSR 

Process. Section 6 describes the phases to develop the KBSR 

Repository to be used in the KBSR Process for modernization 

of legacy system.  Section 7 presents the KBSR Process for 

modernization of a legacy system using ACRSS as a case 

study. Section 8 summarizes and discusses our experience and 

concludes the paper. 

II. Background and Motivation 
Re-engineering legacy systems for modernization aims to 

retain and extend the value of the legacy systems investment 

as it reuses the software artefacts already developed [8]. 
Modernization of legacy systems by reusing existing software 

functionality and making it available as web services or using 

it in other web environments has been done. Sneed and Sneed 

[29] outline an approach for creating web services from 

reusing host programs. Kontogiannis and Zhou [3] outline an 

approach to migrate legacy applications through identification 

of the major legacy components and reusing these procedural 

components in an object-oriented design, specifying the 

interfaces, automatically generating the wrappers and 

seamlessly interoperating them via HTTP based on SOAP 

messaging. Litoiu [4] outlines issues such as performance and 

scalability related to reuse and migration of legacy 

applications to web services. 

Given the attractive payoff of reusing software artefacts, 

there have been several efforts undertaken to discuss the topic 

of reusability [39, 40and 41], including software reusability in 

practice [42, 43]. Developers are adopting many of these reuse 

approaches, including reuse in product lines [44] and design 

patterns [45]. Software modernization uses all the phases of 

software development life cycle. software development has 

been strongly criticized [15, 46]. One of the reasons of 

criticism is the long development time. An obvious goal is to 

speed up development processes by reusing already developed 

software artefacts. Our survey has also reported many benefits 
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of software reuse such as quicker time to market, better use of 

resources, increased quality, reduced software risk, and 

reduced development cost [4, 5, and 16].  

The risks of redevelopment suggest that there is a need to 

reuse existing software artefacts, components, software assets, 

application requirements, source code, etc for modernization 

of the legacy systems. To make software reuse an integral 

phase in software development or in legacy system 

modernization all reusable software artefacts, components, 

assets etc. should be made easily available to software 

engineers. This can be made possible only if a reuse repository 

is developed to store all of the knowledge base of reusable 

software artefacts, reusable components, previous software 

development experiences, etc. We propose such a repository 

and call it the Knowledge Base Software Reuse (KBSR) 

Repository. The KBSR Repository can contain all categories 

of reusable software artefacts.The development of a KBSR 

Process which uses software re-engineering along with an 

associated KBSR Repository will help to systematize the 

software reuse process and provide the repository to store the 

reusable components and other reusable software artefacts and 

capture current and past knowledge of software reuse.  

There are several areas in which knowledge bases can be 

used to support the software development process. These areas 

include supporting the expert nature of software design and 

coding, facilitating the reuse of software components and 

artefacts, and providing domain knowledge to support 

software reuse and in the implementation effort [17]. Our 

literature survey [18, 19, and 20] shows that there are several 

software reuse processes. Bauhaus [18] is a knowledge-based 

software parts composition system shell. LaSSIE [19] is a 

knowledge based software information system. It has 

knowledge representation for software objects and its 

relations, and it provides functions to query and browse 

software objects.  Software Components Catalogue [20] is 

another knowledge-based system for software reuse. It utilizes 

a conceptual dependency database describing software 

components and their relations, than matches users requests 

for software components with description of components 

which satisfy these requests. 

Our KBSR Repository re-engineers and stores knowledge 

developed during software development for reuse and for 

modernization of legacy system KBSR Process is used where 

KBSR Repository is an integral part. None of the 

modernization approaches make the use of re-engineering and 

knowledge-based software reuse. 

I. An Overview of the KBSR 
Process 

During software development or modernization, software 

engineers and developers first select a software process e.g. 

agile vs waterfall that is tailored for the project goals and other 

Resource constraints and then enact the process as a guide for 

software engineers and developers. Software developers 

generally follow the process for the roles they play as to what 

development activities to perform and when to perform them 

[22]. When the Knowledge Based Software Reuse (KBSR) 

Process is utilized, management and reuse of software 

artefacts becomes a necessity.  

A KBSR Process involves two necessary software reuse 

phases to help the software engineers and developers develop 

a software system with reuse. These phases are: 
i. Re-engineer the legacy system components to develop the 

KBSR Repository (for reuse using Software Architecture 

Reconstruction), and 

ii. Use the KBSR Repository in the modernization of the system 

(with reuse). 

Figure 1 shows the overview of the KBSR Process. It 

includes the KBSR Repository and a complete framework 

where the KBSR Repository is being used for modernization 

of a legacy system or development of a new software system 

based on the reusable artefacts found in the KBSR Repository. 

Once the KBSR Repository is populated it is going to store the 

reusable software artefacts and components. This KBSR 

Repository can then be used in the KBSR Process for 

reuse/with reuse development or modernization of the 

software. 
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          Figure 1: Overview of the KBSR Process 

Our studies have [4, 5] shown the problems related to 

vertical and horizontal reuse. Our KBSR Process can be used 

for both types of reuse. It allows the reusable components 

from a system/domain and from outside the domain to be 

placed in the repository. It supports the reuse of software 

components and the development of software components for 

reuse.  So software with reuse and for reuse are also 

categorized and incorporated in the development of a software 

system 
Many legacy systems can be modernized using our KBSR 

Process and with time our KBSR Repository is going to grow 
large to store most of the required reusable software artefacts. 
It can serve as one single point to look for reusable software 
resources for all software engineers and developers within an 
organisation. Our approach of using a KBSR Repository may 
significantly improve the software reuse in the software 
industry. It is well understood that present software 
development or modernization approaches are not adequate 
for meeting the software reuse demand [17]. 
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II. An Overview of the KBSR 
Repository 

The KBSR repository consists of following reusable 

software artefacts: 
 Components from the market 

 Components from other sources 

 Software patterns from other sources 

 Software patterns internal to organization 

 Internal Component libraries 

 Other reusable artefacts from legacy systems 

All the artefacts and components from any software 
organization can contribute to our KBSR Repository. Once the 
artefacts and components are re-engineered they should be 
made available for/with reuse so that other organizations 
involved in the development of a new system or 
modernization of legacy system should able to reap the 
benefits of already developed components. 

 

III. A Case Study-ACRSS System 
The case study used is the Automatic Cane Railway 

Scheduling System (ACRSS) [21]. ACRSS is a computer-

based system developed in 1987 to solve the cane railway 

scheduling problem.  ACRSS consists of 194 subroutines and 

the 50,000 lines of code. All the reusable artefacts extracted 

from ACRSS legacy systems are stored in the KBSR 

Repository for/with reuse. Below we discuss each activity in 

detail and how we applied the KBSR Process to our case study 

of ACRSS in the following sections. We have worked at the 

subroutine level to re-structure the code for the ACRSS 

system [23].  

 

IV. Re-engineer the Legacy 
System to develop the KBSR 

Repository  
Re-engineer the legacy system to develop the KBSR 

Repository using SAR requires three activities. These 

activities are as follows: 
 Activity 1: Identify Reusable Artefacts, 

 Activity 2: Classify Reusable Artefacts, 

 Activity 3: Store Reusable Artefacts in the KBSR Repository. 

The growing concern in finding reusable software artefacts 

and the complexity of managing these software artefacts for 

reusability [4, 5] has led us to devise the KBSR Repository 

which reduces the complexity of identifying and managing the 

software reusable artefacts. The products of each phase of 

developing the KBSR Repository serve as an input to next 

phase. These phases are developed to address the issues 

identified by our survey respondents [4, 5] such as: software 

engineers cannot find what software artefact to reuse and 

where to find reusable software artefacts.  

V. Use the KBSR Repository in 
the Modernization of Legacy 

System 
 

The activities involved in using the KBSR Repository in the 

modernization are: 
 Activity 1: Analyse Problem 

 Activity 2: Retrieve Reusable Artefacts 

 Activity 3: Understand Reusable Artefacts 

 Activity 4: Select Best Reusable Artefacts 

 Activity 5: Adapt and Reuse Reusable Artefacts 

Below we illustrate the use of of the KBSR Repository in the 

KBSR Process to modernize the ACRSS legacy system. 

A. Activity 1: Analyse Problem 
 

In this activity we analyse the problems associated with the 

legacy system. The first question is why modernization is 

required for the existing system. What problems are being 

faced while keeping the existing system running? There could 

be number of quality issues such as reliability, maintainability, 

security, dependability, etc. There could also be a requirement 

to modernize the legacy system to be compatible with the new 

technology. Whatever may be the reason for modernization of 

legacy systems the problem needs to be analysed as the first 

phase to use the KBSR Repository for the modernization of 

legacy systems. 

Software architectures can be developed for enhanced 

understanding and looking in depth analysis of the problem. In 

order to modernize the legacy system we need to identify the 

dependencies of legacy components. Dependencies include: 
  Data dependencies where global data is shared between a 

component and other parts of the system. 

 Functional dependencies where a component uses other parts of 

the system in order to carry out its functionality or other parts 

of the system use the component. 

The visualization of architectural views can help in finding out 

the answers to the questions, which can form the basis of the 

restructuring. Some of the questions include: 
 What are the subsystems or components of the software 

system? 

 How should the interfaces between components be structured? 

 What are the characteristics of the component communication? 

Pinkney [21] worked on the modifications of the source 

code using FORTRAN 77. Values from previous versions of 

the ACRSS system were analysed to assess maintainability of 

the system. 

We analysed the ACRSS system for modernization for 

better maintainability. The existing problem descriptors were 

old monolithic legacy source code which stopped evolving and 

were difficult to maintain.  We chose a few subroutines as 

described in Section 5 to modernize using the KBSR Process.  
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B. Activity 2: Retrieve Reusable 
Artefacts  
 

The finding process involves more than just locating an 

exact match. It includes locating highly similar components 

because even if a target component must be partially 

redeveloped—rather than be reused in total—an example 

similar to the ideal component can reduce the effort and 

eliminate many defects [29]. Due to the difficulty of finding 

an exact match, artefacts become less and less reusable the 

more specific they become. Atkinson [35] has suggested a 

unifying model for retrieval from reusable software libraries. 

His retrieval method is based on identifying the nature of the 

indices used as representation of components such as external 

indices, internal static indices, and internal dynamic indices. 

External indices are keywords faceted [30] and feature based 

[31] classification techniques all seek to find relevant 

components based upon controlled vocabularies, properties 

and ontologies external to the class. Internal Static Indices is 

based on structural matching techniques, most probably 

signature [32] and specification matching [33, 34], techniques, 

seek to find relevant components based upon elements of the 

structure of the software components. Internal dynamic 

Indices are based on behavioural retrieval technique to take 

advantage of distinguishing property of software- 

executability.  Behaviour based technique [35, 36, 37] seek to 

find relevant components by comparing input and output 

spaces of components.  

C. Activity 3: Understand Reusable 
Artefacts 
 

We generated the complete description of the reusable 

artefacts as stated in Table 1 so that the software engineers can 

understand what objects have been retrieved. We used the 

ARMin reconstruction tool [38] to re-construct the 

architecture of the ACRSS system. The architectural analysis 

of the ACRSS system made it more understandable. We 

documented our findings and worked on what subroutines are 

loosely cohesive, and highly coupled. We also documented the 

dependency graph as the type of software artefact which 

suggested the characteristic of each subroutine under 

examination.  

 

D. Activity 4: Select Best Reusable 
Artefacts 
 

All system development is driven by requirements, whether 

they are documented or not. Even verbal directions count as 

system requirements, albeit ones having a high tendency to be 

misunderstood. Architectural analysis uses these requirements 

to derive a system structure that provides an understanding of 

the system as the software engineers created code. This system 

form may be a layered architecture, where all of the system 

components reside in well-defined system layers, or other 

structures (such filter/pipe architectures for flow-through 

signal processing). The key to this analysis is to identify the 

requirements that have the highest impact on overall system 

structure. These ―architectural drivers‖ are typically the ones 

that use the highest amount of system functionality, and are 

the more complex areas of the application.  

At the end of this phase we could select the best reusable 

artefacts. We had very old documentation of the ACRSS 

system which was out of sync with the running system. We 

updated it and made it suitable for reuse. 

 

E. Activity 5: Adapt and Reuse 
Reusable Artefacts 
 

Adaptation, the lifeblood of software reusability, is the 

customization of the reusable artefacts to fit the new problem. 

This changes perception of a reusability system from a static 

library of rock-like building blocks to a living system of 

components that spawn, change, and evolve new components 

with the changing requirements of their environments [42]. 

The major steps involved in adaptation are figuring out what 

to adapt and adapting it.  

Logical design of the legacy system was very complex to 

understand. There were lot of dependency between 

functions/methods. We created clusters of re-structured 

methods to combine them in a class and worked on 

generalization and specialization rules so that inheritance, 

encapsulation and polymorphism of OO design can be applied.  

VI. Discussion of the Result and 
Conclusion 

 

The development of a Knowledge Base Software Reuse 

Process with an associated KBSR Repository systematizes the 

software reuse process and provides the repository to store the 

reusable components, reusable software artefacts and capture 

current and past knowledge of software reuse with the help of 

software re-engineering and architecture reconstruction. 

This also provides a mechanisms to locate reusable software 

artefacts and components from reuse repository, adapt them (if 

necessary) and even create new ones making use of the 

information provided by other similar software reusable 

components and software reusable artefacts. Software 

engineers now know exactly where to look for reusable 

software artefacts. This addresses the major issues and 

concerns of software reuse which was hindering software 

reuse from being a systematic process. 
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